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Abstract—In the following paper different type of memory allocation for different type of data in a C program has been explained. This paper deals with different segment where data is stores and its effect on the output of the program. This paper illustrates and explains the various problems with memory allocation such as stack overflow and fragmentation. We have also shown with the help of a code the cause of fragmentation in heap. This paper sees a C program from a memory point of view, two example codes has also been illustrated whose output is not as expected cause of memory allocation.
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1 INTRODUCTION

Simple C programs need to go through a series of process before it is can be executed. First all the macros are included using pre-processor into the source code. The modified source code is then compiled using compiler, it checks for syntax error and converts the texted source code into equivalent machine language code. The end result of compiler is a reallocated object file with extension '.obj'. Then the linker combines all the reallocated object files, resolving all external reference in different file. It replaces function call with the address of calling function. The end product is executable file with extension '.exe'.

2 MEMORY LAYOUT OF C PROGRAM

![Memory Layout of C Program](image)

3 STACK

Where local variables are stored, along with information that is saved each time a function is called. Each time a function is called, the address of where to return to and certain information about the caller’s environment, are saved on the stack. The newly called function then allocates room on the stack for its local variables. This is how recursive functions in C can work. Each time a recursive function calls itself, a new stack frame is used, so one set of variables doesn’t interfere with the variables from another instance of the function. Once the function is complete its entry is pop out from the stack.
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Let us consider an example to illustrate the function call in stack:

```c
main()
{
    int n=5;
    int sum=0;
    sum= calculate(n);
    printf("%d",sum);
}

int calculate(int n){
    if(n<=1){
        return n;
    } else{
        return (n+ calculate(n-1));
    }
}
```

It's a simple program to calculate sum of first n natural number using recursion. Here n is considered to be 5. Expected result is 5+4+3+2+1. Let's see how it is working at memory level in fig 3.1 and fig 3.2.

For each recursive call a separate memory is allocated of it with separate local variable in the stack. Once it reaches to the at most depth back tracking take place as shown in fig 3.1.

Fig 3.1 recursive calling of a function
Fig 3.2 Backtracking of recursive call

Hence when it finally return to main
Sum= 5+4+3+2+1= 15 as expected.
Hence the main function will print the value 15

3.1 Stack overflow
IJSER stack has a limitation the memory allocated to it is fixed. What if we run out of memory in stack? A stack overflow occurs when the stack pointer exceeds the stack bound. It is caused by two factors.

a. Too many nested function call: let suppose in the last example the value of n is a very large number close to infinity. Then the number of function call will be close to infinity too. Since for each call a separate memory is allocated in the stack, the stack will run out of memory soon. This will result in stack over flow.

b. Very large local variable: The other major cause of a stack overflow results from an attempt to allocate more memory on the stack than will fit, for example by creating local array variables that are too large.
Let's see an example

```c
int main(){
    double x[1000000];
}
```

The declared array consumes 8 megabytes of data (assuming each double is 8 bytes); if this is more memory than is available on the stack, a stack overflow will occur.

### 3.2 Possible solution to stack overflow

a. If possible we can replace the recursion call into loop, then we can avoid stack overflow as in loop memory in allocated only once while in recursion or nested function call a separate memory is allocated every time a new function is called. For example converting the last shown code from recursion to loop for function 'calculate' 

```c
int calculate(int n){
    int sum = 0;
    while(n>=1){
        sum = sum + n;
        n=n-1;
    }
    return sum;
}
```

This function won't create stack overflow like previous one for any value of n.

b. By declaring array with large memory allocation dynamically or globally instead of locally.

### 4 HEAP

The task of fulfilling an allocation request consists of locating a block of unused memory of sufficient size. Memory requests are satisfied by allocating portions from a large pool of memory called the heap. At any given time, some parts of the heap are in use, while some are "free" (unused) and thus available for future allocations. Dynamic memory allocation is performed in the C programming language via a group of functions in the C standard library, namely malloc, realloc, calloc and free. Pointers are used to point the dynamically allocated memory.

#### 4.1 Fragmentation in Heap

The heap method suffers from fragmentation. Like any method of memory allocation, the heap will become fragmented; that is, there will be sections of used and unused memory in the allocated space on the heap. A good allocator will attempt to find an unused area of already allocated memory to use before resorting to expanding the heap. The major problem with this method is that the heap has only two significant attributes: base, or the beginning of the heap in virtual memory space; and length, or its size. The heap requires enough system memory to fill its entire length, and its base can never change. Thus, any large areas of unused memory are wasted. The heap can get "stuck" in this position if a small used segment exists at the end of the heap, which could waste any magnitude of address space, from a few megabytes to a few hundred.

#### 4.2 Code to illustrate that memory is allocated in chunks which may cause fragmentation:

```c
main()
{
    char*p,*ptr;
    // two pointers are declared. Line 1
    p=(char*)calloc(2,sizeof(char)); // memory space of 2
caracter are allocated to p. Line 2
    ptr=(char*)calloc(16,sizeof(char)); // memory space of 16 character are allocated to ptr Line 3
    strcpy(p,"abcdefghijklmnopqrstuvwxyz"); // a string is copied to p. Line 4
    strcpy(ptr,"hello world"); // a string is copied to ptr. Line 5
    printf("\n%s",p); // pointer p is printed. Line 6
}
```

Due to the rules governing memory allocation, more computer memory is sometimes allocated than is needed. For example, memory can only be provided to programs in chunks divisible by 4, 8 or 16, and as a result if a program requests perhaps 23 byte, it will actually get a chunk of 24. Here we are considering a Chunk of 16 byte.

Since there are no other allocation and de-allocation taking place we are considering that the memory allocated are in sequence as shown in fig 4.1 (which will be the case most of the time).

Memory allocated to p:

In line 2 Requested for 2 bytes. It will actually get a chunk of 16 bytes as shown in fig 4.1.

Memory allocated to ptr:

In line 2 Requested for 16 bytes, as it matches the size of the chunk it will get 16 bytes as shown in fig 4.1.

<table>
<thead>
<tr>
<th>0</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Starting address of P

<table>
<thead>
<tr>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
<th>14</th>
<th>15</th>
</tr>
</thead>
<tbody>
<tr>
<td>16</td>
<td>17</td>
<td>18</td>
<td>19</td>
<td>20</td>
<td>21</td>
<td>22</td>
<td>23</td>
</tr>
</tbody>
</table>

Starting address of ptr

<table>
<thead>
<tr>
<th>24</th>
<th>25</th>
<th>26</th>
<th>27</th>
<th>28</th>
<th>29</th>
<th>30</th>
<th>31</th>
</tr>
</thead>
</table>

Fig 4.1 Memory allocation for P and Ptr pointer
After line 4 the memory allocation will be:

```
  a b c d e f g H
  i j k l m n o P
  q r s t u v w X
  y z \0
```

Fig 4.2 Memory allocation for P and Ptr pointer

As strcpy function will copy the string starting from the memory location denoted by p, sequentially till the entire string is copies and then will insert '\0' denoting end of string. It will go out of bound if memory allocated us not sufficient.

After line 5, The string “hello world” will be printed starting from memory location denoted by pointer ptr. It will overwrite the element inserted by line 4.

```
  a b c d e f g H
  i j k l m n o P
  q r s t u v w X
  y z \0
```

Starting address of pointer p

```
  h e l l o w o
```

Starting address of pointer ptr

```
  r l d \0
```

Fig 4.3 Memory allocation for P and Ptr pointer

Hence finally the output in line 6 will be “abcdeghijklmnopnhello world” since “%s” will print till it finds a '\0'.

Hence we can conclude that:
Dynamic memory is allocated in chunks. Although pointer p asked for only 2 byte of memory it was allocated 16 bytes of memory. If it requires only 2 bytes rest 14 bytes are wasted causing internal fragmentation.

```
  a b c d e f g H
  i j k l m n o P
  q r s t u v w X
  y z \0
```

5 Effect/Error of Memory Allocation in C Programming

1. Consider the following code snippet:

```c
int* sample() //function which return address
{
    int array[5]={1,2,3,4,5}; //array defined
    return array;
} //it will return the starting address of the array
```

Because
In the above code the expected answer is 3, but it will print garbage value. The inconsistence is cause of the stack. When function ‘sample’ was called in the main function a memory was allocated for it in the stack along with the memory for its local variable which in this case is array [5]. When the function completed it phase it is pops out of the stack and the memory is de-allocated hence the reference of its local variable is lost which result in garbage value as pointer ptr is pointed to a lost reference. Hence we can conclude that reference of local variable declared in the function are lost once it completes it’s course.

2. Consider the following code snippet:

```c
main(){
    int i = -1; //Line 1. Declaring signed integer i and assigning -1 to it.
    unsigned int u=1; // Line 2. Declaring unsigned integer u and assigning 1 to it.
    if(i<u){ // Line 3
        printf(“u is greater”); // Line 4
    } else{ // Line 5
        printf(“i is greater”); // Line 6
    }
}
```

Expected result “u is greater” actual result “i is greater”

To find the answer to the code we need to first understand how integer is stored in the memory. We have a 4 byte integer i.e. 32 bit integer. Hence the integer decimal value will be converted into binary and then saved as 32 bit. 31 bits representing the value and left most bit representing the sign. (1 for negative and 0 for positive.)

```
int i = -1 will be saved as shown in fig 5.1.
```

```
1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
```

```
It represents sign of integer
```

```
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
```

```
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
```

```
0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
```

Fig 5.1 Memory allocation of signed integer
Unsigned int u = 1 will be saved as shown in fig 5.2.

In fig 5.1 left most bit indicate the sign of the integer and rest indicate the value of the integer. In fig 5.2 all 32 bits indicate the value of the integer there is no sign bit in the unsigned integer.

In line 3 of the given code type casting will take place since i and u are two different data type. Signed int will be converted to unsigned int since vice versa may result to loss of data. After type casting the int i = -1 will be represented as shown in fig 5.3.

The entire 32 bit represents value of the integer (fig 5.3) there is no signed bit. Hence the if condition in line 3 will hold false and line 6 will be printed.

6 Conclusion

We can conclude that a C program can be divided broadly into three parts, stack memory for function call and local variable, heap for dynamically allocated memory and code segment containing the text code, global and static variable. We have illustrated the function of stack in case or recursive function along with stack overflow problem and its possible solution. We have also learned that memory allocated in heap are in small chunks which may lead to fragmentation. Viewing a C program from memory point of view has helped us in explaining the unexpected output of a program. In the end we can finally say that all the execution is done at the memory level hence understanding the memory allocation makes us develop better and more efficient programs.
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