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Abstract—In recent years, the development and demand of multimedia product grows increasingly fast, contributing to insufficient bandwidth of network and storage of memory device. Therefore, the theory of data compression becomes more and more significant for reducing the data redundancy to save more hardware space and transmission bandwidth. In computer science and information theory, data compression or source coding is the process of encoding information using fewer bits or other information-bearing units than an unencoded representation. Compression is useful because it helps reduce the consumption of expensive resources such as hard disk space or transmission bandwidth.

Index Terms—Compression, MATLAB modeling, bandwidth encoded, redundancy.

1 INTRODUCTION

Image compression is an application of data compression that encodes the original image with few bits. The objective of image compression is to reduce the redundancy of the image and to store or transmit data in an efficient form. Fig 1.1 shows the block diagram of the general image storage system.

Image compression means reducing the size of the image or video file without downgrading the quality of the file perceived as an unsatisfactory image. For images and the reduction in the file size is achieved by removing redundancies or repetitions involved in the image or preserving as much original information as possible. In this project, we have used MATLAB to demonstrate image compression of a 640 X 480 24-bit per pixel JPEG color image. Work on various aspects of image processing such as image compression is done using imread and imshow command. Converting the given image YCbCr color space, sub-sampling and up-sampling using linear interpolation and row or column replication and converting the image into RGB format and measuring the MSE values between the original and reconstructed images. All these mentioned aspects are crucial when it comes to image compression as these are the basic operations that would be performed on a given image which is to be compressed.

2 PROCEDURE SECTION

2.1 Read and display the image in MATLAB along with its R, G and B bands

This is the basic operation whose purpose is to read the image file and display the same. We have made use of ‘imread’ command to read the original image Landscape.jpg and ‘imshow’ command to display the same image. Also, the use of ‘subimage’ command has been made to depict the scale or axis (X and Y) for the image. In order to display the R, G and B components separately, we make the G and B components zero in the original image (:,:,2:3) = 0 such that only the Red component of the image is displayed. The same procedure is then employed in a similar fashion to achieve the display of Green and Blue components respectively.

2.2 Conversion from RGB to YCbCr and displaying the individual Y, Cb, Cr components

‘rgb2ycbcr’ is the command used in MATLAB to convert the original image in RGB format to its YCbCr form. In order to show the ‘Y’ component of the image, we have made the ‘Cb’ and ‘Cr’ components equal to zero such that only the Red component of the image is displayed. The same procedure is then employed in a similar fashion to achieve the display of Green and Blue components respectively.

2.3 Sub-sampling the image using 4:2:0 and displaying the individual ‘Cb’ and ‘Cr’ components

Subsampling is basically a process of removing the pixels in an image by reducing the size of the image. The chroma samples from every even numbered rows and columns are removed by the MATLAB code. Thus in this process, the ‘Cb’ and ‘Cr’ components with values equal to zero are discarded or ignored and only the remaining values of the ‘Cb’ and ‘Cr’ components with a non-zero value are displayed. This resulting image is the sub-sampled image with individual ‘Cb’ and ‘Cr’ components respectively.

2.4 Up-sampling using Linear Interpolation and displaying the ‘Cb’ and ‘Cr’ bands:

Up-sampling is a process of increasing the size of an image by inserting new rows and columns of pixels. In this project, we use linear interpolation to up-sample the ‘Cb’ and ‘Cr’ components. The resulting image is a high-resolution version of the original image with enhanced details.
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Each missing pixel value (‘Cb’ and ‘Cr’ component) in an odd numbered row is calculated as the average of its adjacent two pixels in the same row; whereas in an even numbered row, each missing pixel value is calculated as the average of the pixels in the same column from the two adjacent rows. So now, due to this process, we cannot calculate the average of the last row and the last column. In order to include this into the calculation, it is achieved by copying the second last row and the second last column into the last row and the last column respectively. We have used the Matlab command ‘sub-image’ used to display the up-sampled ‘Cb’ and ‘Cr’ bands.

2.5 Up-sampling using Row-Column Replication and displaying the ‘Cb’ and ‘Cr’ bands:
For odd-numbered rows, the missing pixels are filled up by copying the pixels from the previous columns. Then, in order to complete the even-numbered rows, the odd-numbered rows are added to the subsequent even-numbered rows. In this process, the numbers of rows are doubled. The ‘Cb’ and ‘Cr’ bands are displayed using the ‘subimage’ command in Matlab.

2.6 Conversion of the image into RGB format:
We made use of the Matlab command ‘ycbcr2rgb’ to convert the linearly interpolated and row-column replicated up-sampled (YCbCr) images into RGB format.

3 MATLAB PROGRAM CODE

```matlab
% Name: Tamanna Gaur
% email: tamanna.tg@gmail.com

%% Project Cleanup
clc
clear all
close all

%% PROBLEM 1 - Read and display the image using Matlab

%Project location to read the image
Input = imread('C:\Users\sony\Desktop\Mini Project\Assignment 1\Landscape.jpg','jpg');
figure(1)
subimage(Input)
title('Original RGB image')

%% PROBLEM 2 - Display each band (Red, Green and Blue) of the image file

figure(2)
Red = Input;
Red(:,:,[2 3]) = 0;
Green = Input;
Green(:,:,[1 3]) = 0;
Blue = Input;
Blue(:,:,[1 2]) = 0;

% Display the original image and R,G & B Band Separately
subplot(2,2,1)
subimage(Input);
title('Original RGB Image')

subplot(2,2,2)
subimage(Red);
title('Red Component')

subplot(2,2,3)
subimage(Green);
title('Green Component')

subplot(2,2,4)
subimage(Blue);
```

MATLAB SIMULATION TOOL

The Image Processing Toolbox in Matlab is a collection of functions that extend the capabilities of the MATLAB’s numeric computing environment. The toolbox supports a wide range of image processing operations, including:

- Geometric operations
- Neighborhood and block operations
- Linear filtering and filter design
- Transforms
- Image analysis and enhancement
- Binary image operations
- Region of interest operations
title('Blue Component');

%% PROBLEM 3: Convert the image into YCbCr color space
YCbCr = rgb2ycbcr(Input)
figure(3)
colormap(gray)
subplot(2,2,1)
subimage(YCbCr);
title('YCbCr Image');

%% PROBLEM 4: Display each band separately (Y, Cb and Cr bands)
subplot(2,2,2)
Y = YCbCr(:,:,1)
subimage(Y);
title('Y Component');

subplot(2,2,3)
Cb = YCbCr(:,:,2);
subimage(Cb);
title('Cb Component');

subplot(2,2,4)
Cr = YCbCr(:,:,3);
subimage(Cr);
title('Cr Component');

%% PROBLEM 5: Subsample Cb and Cr bands using 4:2:0 and display them
YCbCr2 = YCbCr;
YCbCr2(1:2:479,1:2:639,2) = 0;
YCbCr2(1:2:479,1:2:639,3) = 0;
YCbCr2(1:2:479,2:2:638,2:3) = (double(YCbCr2(1:2:477,2:637,2:3)) + double(YCbCr2(1:2:479,2:639,2:3)))/2;

figure(4)
colormap(gray)
SubCb(:, :) = YCbCr2(1:2:480,1:2:640,2);
SubCr(:, :) = YCbCr2(1:2:480,1:2:640,3);

subplot(2,2,1)
subimage(SubCb(:, :));
title('Cb component after 4:2:0 Subsampling');

subplot(2,2,2)
subimage(SubCr(:, :));
title('Cr component after 4:2:0 Subsampling');

%% PROBLEM 6.1: Upsampling using Linear Interpolation
% To fill blank row between every Cb, Cr 4:2:0 subsampled row
% To fill blank column between every Cb, Cr 4:2:0 subsampled column
YCbCr3(:, 1) = YCbCr2(:, 1);
YCbCr3(:, 2:479,1:2:639,2) = SubCb(:, :);
YCbCr3(:, 2:479,1:2:639,3) = SubCr(:, :);
YCbCr3(1:2:479,2:2:638,2:3) = (double(YCbCr3(1:2:477,1:2:637,2:3)) + double(YCbCr3(1:2:479,1:2:639,2:3)))/2;

figure(5)
subplot(1,2,1)
subimage(YCbCr3(:,:,2));
title('Cb Upsampling - Linear Interpolation');

subplot(1,2,2)
subimage(YCbCr3(:,:,3));
title('Cr Upsampling - Linear Interpolation');

%% PROBLEM 6.2: Simple Row or Column Replication
YCbCr4 = YCbCr2;
YCbCr4(1:2:479,1:2:639,2) = YCbCr4(1:2:479,1:2:639,2);
YCbCr4(1:2:479,1:2:639,3) = YCbCr4(1:2:479,1:2:639,3);

figure(6)
subplot(1,2,1)
subimage(YCbCr4(:,:,2));
title('Cb Upsampling - Row or Column Replication');

subplot(1,2,2)
subimage(YCbCr4(:,:,3));
title('Cr Upsampling - Row or Column Replication');

%% PROBLEM 7: Convert the images to RGB format
Input2 = ycbcr2rgb(YCbCr3);
Input3 = ycbcr2rgb(YCbCr4);

%% PROBLEM 8: Display the original and reconstructed image
figure(7)
subplot(2,2,1)
subimage(Input);
title('Original Image')
subplot(2,2,2)
subimage(Input2);
title('Upsampled by Linear Interpolation')

subplot(2,2,3)
subimage(Input3);
title('Upsampled by Row - Column Replication')

%% PROBLEM 10: Calculate MSE between the original and reconstructed images

double MSECB
double MSEC;
MSECB = 0;
MSEC = 0;

% To calculate the value in both the summations in the formula
for row = 1:1:480
   for col = 1:1:640
      MSECB = MSECB + (double(YCbCr3(row,col,2)) -
                        double(YCbCr2(row,col,2))).^2;
      MSEC = MSEC + (double(YCbCr3(row,col,3)) -
                      double(YCbCr2(row,col,3))).^2;
   end
end

% Divide by N*M (480 * 640) and display
MSECB = MSECB / (640 * 480);
disp(MSECB);
MSEC = MSEC / (640 * 480);
disp(MSEC);

V Results
The following results were deduced:

Below is the original RGB image along with its respective Red Green and Blue components.

Figure 1.3: Original image and its individual R, G and B bands

Figure 1.4: YCbCr image and its individual Y, Cb and Cr bands

There are two luminance samples for every Cb and Cr sample in 4:2:0 YCbCr but, there are no chrominance samples in alternative rows and columns.

Also a noticeable change is that the matrix size of the 4:2:0 subsampled Cb and Cr components is diminished by a factor of almost half i.e. to 320X280 compared to the individual Cb and Cr components whose matrix size is 640X480.

Hence a compression ratio of 2:1 is achieved in this process.

Figure 1.5: Cb and Cr components after 4:2:0 subsampling

Below are the up-sampled images of the individual Cb and Cr components using the linear interpolation method for Upsampling.
Figure 1.6: Cb and Cr upsampling using Linear Interpolation method

Following are the up-sampled images of the individual Cb and Cr components using row-column replication method of subsampling.

Figure 1.7: Cb and Cr upsampling using Row-Column replication method

Below are the reconstructed images (images restored from YCbCr) for Linear Interpolation and Row-Column replication respectively besides the original image.

Overall, the reconstructed image using Linear Interpolation has more contrast (the image is darker) compared to the image using Row-Column replication.

The areas like the vegetation (green shrubs/green color) is darker in the linearly interpolated image as compared to the row-column replicated image. The green colored stretch in the landscape at the top of the image and the golden-yellow colored water at the source of the waterfall is more dominant in the linearly interpolated image.

4 Conclusion

The DCT-based image compression such as JPEG performs very well at moderate bit rates; however, at higher compression ratio, the quality of the image degrades because of the artifacts resulting from the block-based DCT scheme.

However, the current data compression methods might be far away from the ultimate limits. Interesting issues like obtaining accurate models of images, optimal representations of such models, and rapidly computing such optimal representations are the grand challenges facing the data compression community. Image coding based on models of human perception, scalability, robustness, error resilience, and complexity are a few of the many challenges in image coding to be fully resolved and may affect image data compression performance in the years to come.

In this project, we have conducted a few operations on a 640X480 24 bit/pixel JPEG color image using Matlab. The operations such as converting the image into YCbCr color space, sub-sampling using 4:2:0 and up-sampling using linear interpolation and row-column replication and converting the image into RGB format.

However, the main focus of the project involved sub-sampling of the image using 4:2:0 and its reconstruction using linear interpolation and row-column replication methods. The 4:2:0 sub-sampling operation yields a compression ratio of 2:1. From viewing the reconstructed image and the original image, we can infer that the up-sampling operations have successfully reconstructed the original image.

Mean squared Error (MSE) values

The Mean Squared Error (MSE) calculation between the original and the reconstructed image for the Cb and the Cr component in Matlab is found to be as follows:

MSE value for the Cr component is 11783
MSE value for the Cb component is 13746
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