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Abstract— A software agent is an intelligent program that acts as a user’s personal assistant. Software agents endowed with the property of mobility are called mobile agents. Mobile agents perform a user’s task by migrating and executing on several hosts connected to the network. The main drawback of mobile agents is the security risk involved in using mobile agents. Security risks in a mobile computing environment are two-fold. Firstly a malicious mobile agent can damage a host. On the other hand a malicious host can tamper with the functioning of the mobile agent. Any behaviour exhibited by a machine that is not taken into account at the time of programming, regardless of its favourable or unfavourable outcome, is considered to be misbehaviour. The surveys conducted on mobile agent security gives idea about different techniques that can be used for ensuring security of mobile agents. In this section we uses digital signature and RSA encryption algorithm for providing mobile agent security. In this work, we use JADE for the development of mobile agents. JADE (Java Agent DEvelopment Framework) is a software framework fully implemented in Java language. JADE is free software and is distributed by Telecom Italia. In this work, JADE is enhanced to confirm major security goals-confidentiality, integrity and availability.
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1 INTRODUCTION

Software agents are probably the fastest growing area of Information Technology (IT). They are being used, and touted, for applications as diverse as personalised information management, electronic commerce, interface design, computer games, and management of complex commercial and industrial processes. For the past couple of years, agent technology has been a hot topic, and most likely, this is mainly due to the popularity of the Java programming language, which represents an ideal language for implementing software agents as it is the “Write Once Run Anywhere” language. This is an important feature for software agents as it allows them to run on all platforms of the Internet.

An agent can be defined as an entity that acts on behalf of others in an autonomous fashion, performs its actions in some level of proactivity and reactivity, exhibits some levels of the key attributes of learning, co-operation, and mobility. Software agents can be classified as static agents and mobile agents. Static agents achieve their goal by executing on a single machine. On the other hand, mobile agents migrate from one computer to another in the network and execute on several machines. Mobility increases the functionality of the mobile agent and allows the mobile agent to perform tasks beyond the scope of static agents.

MAS can be defined as a loosely coupled network of problem solvers that interact to solve problems that are beyond the individual capabilities or knowledge of each problem solver (Durfee and Lesser 1989).

2 RELATED WORKS

Mobility makes them a powerful tool for implementing distributed applications in a computer network. MAS can be defined as a loosely coupled network of problem solvers that interact to solve problems that are beyond the individual capabilities or knowledge of each problem solver. Any behaviour exhibited by a machine that is not taken into account at the time of programming, regardless of its favourable or unfavourable outcome, is considered to be a misbehaviour [1]. Misbehaviours among the agents in a network might be intentional or unintentional, they might cause a system-wide failure or they might improve the performance or even enable us to achieve an objective.

Eventhough an agent misbehaving in a network does not necessarily result in catastrophe, one cannot discard the importance of the detection of the situations where an agent is misbehaving, that is, not following the original programming and the rules that were defined for it.

For detecting misbehaving agents in a network, observer-based approach is used. In model-based FDI, every node in the network has a model of the entire system. In observer-based FDI technique [1,2], each node in network monitors its neighbouring nodes. It calculates a residual value based on the real and expected outputs for each of its neighbours, if this value exceeds a threshold then the agent is said to misbehave. Every node in network is informed about the presence of misbehaving agents.
To accomplish some of the tasks in networked systems it is required that one agent or a subset of them act as leaders of the group. Since success in accomplishing tasks depends on choosing a leader, one may ask how this leader is being selected in multi-agent systems. With Distributed leader selection algorithm [1,3] one and only one leader is selected. In this, every agent in the network bid for leadership. If more than one agent bid at same time then they wait for a random time and bid again. This continues until a single agent is elected as a leader. If the leader is detected as misbehaving or if leader fails leader selection procedure is repeated.

Multi-agent system contains static and mobile agents. A mobile agent is a particular class of agent with the ability during execution to migrate from one host to another where it can resume its execution. Mobile agent technology, amongst other things, can help to reduce network traffic and to overcome network latencies. An agent’s ability to move does however introduce significant security concerns. Security risks in a mobile computing environment are two-fold. Firstly a malicious mobile agent can damage a host. On the other hand a malicious host can tamper with the functioning of the mobile agent.

The major security goals of mobile computing include confidentiality, integrity and availability. The various properties of agents that produce security issues are mobility, autonomy, social ability, etc. Classification of Security threats in an Agent System

• Agents attacking Hosts [4] - Malicious agents can steal or modify the data on the host. Lack of sufficient authentication and access control mechanisms lead to these attacks. If resource constraints are not set, they can also commit Denial of Service (DoS) attacks by exhausting computational resources and denying platform services to other agents.

• Hosts attacking the Agents[4] – A malicious host can attack the agent, by stealing or modifying its data, corrupting or modifying its code or state, deny requested services, return false system call values, reinitialize the agent or even terminate it completely. It can also masquerade the agent by delaying the agent until the task is no more relevant. The Host may also analyze and reverse engineer the agent.

• Malicious Agent attacking another agent [4] – A malicious agent may invoke public methods of another agent to interfere with its work.

• Attack by other entities [4] – Some other entity in the network may manipulate or eavesdrop on agent communication.

Available technologies and research efforts addressing the security issues arising from the mobility property of mobile agents includes mechanisms addressing various security aspects of the mobile agent, and technologies protecting the executing hosts from agents.

2.1 Agent attacking the Host environment

Traditional methods such as authentication, access control, sand-boxing techniques, and cryptography can be used to secure the Host.

• **Authentication and access control mechanisms** [5] – This is the first line of defense against a malicious agent. If the Host can authenticate the agent and in turn the device that dispatched the agent, it can apply authorization and access control.

• **Path Histories** [4, 5] - An agent could reach the host by making a number of hops. During this transit a malicious host could have morphed the agent into a malicious agent. By storing the log of the travel of the agent, the current host can determine the route taken by the agent. Each host platform to which the agent travels to appends a signed entry to the path. This entry indicates the hosts identity as well as the identity of the next host the agent intends to visit. The platform has to judge by looking at the log if the previous platforms can be trusted.

• **State Appraisal** [4, 5] – The author of the agent supplies a state appraisal function called maximum function. This function calculates, depending on the state of the agent, the maximum set of permissions to be granted to the agent. This function is packaged together with the agent. The user/owner of the agent also supplies another state appraisal function called the request function. This calculates the permissions the user wants the agent to have during execution. The host platform uses these state functions to verify the correct state of the agent and hence determines the privileges to give to the agent depending on its state. This ensures that the agent has not turned malicious due to alterations of its states.

• **Proof carrying code** [4, 5] – Proof carrying code requires the author of an agent to formally prove that the agent conforms to a certain security policy. The execution platform can then check the agent and the proof before executing the agent. The agent can then be run without any further restrictions. The major drawback of this approach is the difficulty in generating such formal proofs in an automated and efficient way.

2.2 Host platform attacking agents

Providing security against the attacks by the host is difficult due to the fact that the host needs to have the full knowledge of the code and the state in order to execute the agent. Traditional mechanisms are not sufficient to protect an agent from the attack of malicious hosts.
3 Proposed System

The surveys conducted on mobile agent security gives idea about different techniques that can be used for ensuring security of mobile agents. In this section we uses digital signature and RSA encryption algorithm for providing mobile agent security.

Digital signature is a method of verifying authenticity, and also ensures that no alterations are made to the data once the document has been digitally signed i.e., it confirms the authenticity of an object, its origin, and its integrity. Typically the code signer is either the creator of the agent, the user of the agent, or some entity that has reviewed the agent. For generating digital signature, the code signer will be given two keys: a public key and a private key. Here we sign the mobile agent code itself, it will be crunched using hash function to form message digest which will be encrypted using the private key to form the signature.

As we know mobile agents migrate from machine to machine within a network environment. It can suspend execution at any point in time, transport itself to a new machine and resume execution there. Here we consider a network of nodes; one among them is selected as a coordinator node most probably randomly. When a mobile agent is created, a checksum will be calculated and it will be stored in mobile agent registry in the coordinator. When the mobile agent migrates to a machine, before executing it, the checksum will be verified. The agent code will be encrypted using RSA algorithm and send to new machine. In the new machine, the mobile agent class will be extracted and the checksum will be calculated and send to coordinator for verification. After verification, only if the checksum are same, the agent can be executed in the new host. The working of the proposed system can be depicted as shown in fig 1 shown below.

In this work, JADE framework is used for the development of mobile agents. In the current version of JADE framework, no security is provided and if the platform is started in all systems in the network, an illegal user can misuse it to access unauthorised data. As part of this work, JADE platform is enhanced by modifying the framework. In this “Agent” class of jade.core.jar file is modified by modifying “aftermove ()” method in ts class.
3.1 General Concepts and Methodology

3.1.1 Co-ordinator node

Here we consider a network of nodes in which JADE platform is started. One of the systems is selected as a server or a co-ordinator. This is responsible for providing user authentication. It provides user with userid and password. When user logs in, it verifies it. It handles the checksum registry, which contains the checksum of agent classes registered by users. It contains the migration history.

3.1.2 Checksum generation

When a mobile agent is created, checksum is generated to corresponding agent class file and it will be registered to the co-ordinator. For checksum generation, MD5 algorithm is used. When a mobile agent is executed, it migrates to another system. When it reaches there, before execution the agent class will be extracted and checksum is calculated again. This is encrypted and sends to co-ordinator; there the verification is done for further execution. Only if both are same the agent will be executed in the new platform.

3.1.3 Checksum verification

Here we use JADE for the development of mobile agents. JADE (Java Agent DEvelopment Framework) is a software Framework fully implemented in Java language. It is used for the development of mobile agents. JADE is free software and is distributed by Telecom Italia. The current version of JADE doesn’t provide security to the systems in the network. As part of this phase, to improve security checksum of mobile agent has to be registered in the co-ordinator. After migration the checksum will be again calculated and it will be verified. For doing this verification, JADE platform is modified. JADE contains a package named “core”, it contains a class named “Agent”. By extending the class “Agent” a mobile agent can be created. In this agent class “afterMove” method is modified to verify whether the checksum is same. Only if they are same the agent can execute in the new host.

3.1.4 Encryption

The encryption is another major mechanism in our design. The algorithm used is RSA. For registering checksum, the checksum will be first encrypted using the registering node’s private key and thus forms the digital signature and is then encrypted using the public key of the receiver. This ensures integrity and confidentiality.

4 PERFORMANCE EVALUATION

An agent’s ability to move introduce significant security concerns. In this system, we focus on the security issues related to mobile agents. JADE framework is used for the implementation of mobile agents. In this work, JADE is enhanced to confirm major security goals-confidentiality, integrity and availability. To comply the needs for security we use the following security features

- User authentication
- Digital signature (data integrity, non-repudiation)
- Encryption (confidentiality)
- Checksum verification(Framework modification)

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Enhanced JADE</th>
<th>Original JADE</th>
</tr>
</thead>
<tbody>
<tr>
<td>A central server system</td>
<td>Present</td>
<td>Not present</td>
</tr>
<tr>
<td>Authentication</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Agent execution</td>
<td>All agent programs</td>
<td>All agent programs</td>
</tr>
<tr>
<td>Execution after migration</td>
<td>Registered agent</td>
<td>All agents</td>
</tr>
<tr>
<td>Checksum verification</td>
<td>Done</td>
<td>No</td>
</tr>
<tr>
<td>Encryption</td>
<td>Done</td>
<td>No</td>
</tr>
</tbody>
</table>

Table 1 Performance comparison of new system

5 CONCLUSION

Security is an important issue for the widespread deployment of applications based on software agent technology. An agent’s ability to move does however introduce significant security concerns. This article mainly focuses on the security issues of mobile agents and various countermeasures. Security risks in a mobile computing environment are two-fold. Firstly a malicious mobile agent can damage a host. On the other hand a malicious host can tamper with the functioning of the mobile agent.

For producing a secure mobile agent system digital signature, encryption and checksum verification is used in this work. This ensures authenticity and integrity. Thus, this system prevents misbehaviour in mobile agents rather than monitoring them. JADE framework is used for the implementation of mobile agents. In this work, JADE is modified to confirm the security goals. When a mobile agent reaches a host, the verification is done and only if it is a registered agent it will be executed there, otherwise it will be killed.
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