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Abstract—In this paper, we propose a new approach to make it easier and safer localisation in the development of software systems. It allows describing the cultural elements and mechanisms to develop specific development process oriented models, adapted to the localisation. This approach relies on the identification of linguistic and cultural considerations in all stages of the development process takes place in two phases: The first phase called internationalization or pre-localisation is to describe a high level of abstraction different cultural aspects of the needs of both functional and non-functional. These descriptions are then analysed and instantiated in a second phase called post-localisation, to adapt the code to facilitate the construction and verification of software system adapted to the client's culture. This new hybrid development process can take into account the cultural aspects from the design and benefit of internationalization and localisation, in the phases of the software life cycle. We illustrate our approach with the design and development of a billing application. The results show that the new proposed approach is better than the localisation after software development. The proposed approach produces more flexible applications, adaptable and maintainable with relatively low costs and delays.
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1 INTRODUCTION

The evolution of the discipline of software engineering, comparing it with other older and more mature sciences (such as architecture) was studied in 1990; software engineering is still in its infancy as a science and discipline and must still evolve and to mature to perfect its development[1]. But much progress has been made in recent years, experience accumulates and it is time for a new era for software development, with production software adapted to the culture of the end user. In the production of the software for different markets, there is a need for localization. This latter (often abbreviated to “L10n”) is defined by the Localisation Industry Standards Association (LISA) as the process of taking a product and making it linguistically and culturally appropriate to the target locale (country/region and language) where it will be used and sold (Esselink, 2000, p.3). This process needs to take into account the requirements of companies and target markets, generally encapsulated in cultural considerations results in a software product adaptation in several languages or for a country or region.

Many localisation efforts are met with frustration the customer once the software is produced. For example, text messages are altered, the fonts are not accurate or sometimes are truncated, encoding of exotic languages does not look right, and in general, the software products might not work as expected. A typical method to develop multiple versions of a local software application comprises two steps.

1. A step of internationalization during which qualified developers to source any specific code elements to regions (e.g., unit measurements, date formats, specific data writing direction, and sometimes laws and policies) in resource files;
2. A step called localisation that allows software to transform the original resource file in local resource files for specific regions and cultural areas [2].

The localisation of a software project often covers a long period of time during the evolution of software [3]. Although culture has been recognized as one of the factors in the design of the interface, in computer science and in engineering in general, software products are often considered to be culturally neutral[4]. Culture is then an important factor in the design, modelling and theory. However, we believe it is impossible for designers, application developers to separate from their cultures, cultural issues are ubiquitous in computers, and they affect the data representation, basic design data communication protocols, software engineering methods [5]. It is equally important to recognize the contribution of technology and software products in the crop. Similarly, in the design and implementation of technology and software products, cultural characteristics such as language, beliefs, values, morals, must be recognized because they are involved in satisfying customer requirements.

In section 2, we recall some terms and definitions, and summarize the state of the art on current localisation practices. Section 3 describes the new software development approach, its features and benefits. Section 4 is dedicated to experimentation and evaluation. Section 5 concludes this paper.

2 STATE OF ART

In its current state, the Software Engineering is much turned
towards the production of software systems and does not sufficiently include their adaptations. Thus, it can rightly be called a ‘Software Development Engineering’. Indeed, in current methodologies of software engineering, software regionalization considerations are not sufficiently taken into account. In the literature, there is no conventional method of localisation as it exists in the standard software engineering. The localisation engineering evokes expectations based on the standard software engineering. However, software localisation although it requires adaptation, also happens to be full production business software.

Currently, the translation of the interface elements is entrusted only to professionals, making along the translation process, expensive and of poor quality [6]. As a result, software localisation deserves to be as structured and properly conducted by a range of methods, approaches and best practices. Software localisation passes also through successive stages as software development, from its conception to its death, and also therefore a life cycle. Whatever type designed and developed software, either a thin client on a desktop computer, a cloud service, a mobile applications or a website, the possible need for its localisation should be assessed from the very beginning even in the specifications or in the development process. Indeed, aspects of software localisation exist throughout the same process of development of this software, even before its localisation. In the figure 1, we highlight different phases of software development where cultural concerns can appear. These aspects of localisation are embedded in the steps of classical software development tasks.

As shown in [7], in various situations, many software applications are not internationalized in the early stages of development. To internationalize such existing applications, developers need to outsource some constant strings "hard coded" into the resource files, so that translators can easily translate these applications into a local language without changing the source code. This internationalization of such applications has a cost and takes time. Although the results of [7] applied by [8] present an automatic approach of determination of elements to be translated into an application, and requiring thereby localisation for internationalization needs, the developer would save time thinking about the localisation aspects from the beginning of the aforesaid software development process. This could be avoided by following a rigorous localisation method.

Zeyad et al shows that just 38% of software systems are localizable, and mostly including web applications are localized [3]. If the cultural aspects were considered, this would not only reduce the cost of software internationalization, but also the cost of localisation in one language or specific culture. For every successful localisation project software requires a step of Internationalization of the Software. This last step is to make a separation between the business code and parameters related to a region or a culture or a language. Language and cultural considerations are taken into account in basic activities covered in all models: the analysis; the design, the implementation, the validation (especially in the testing, the integration), the evolution (especially the maintenance). In these conditions, developers for example would not be facing any programming problems sometimes difficult for some languages.

According to Friedel Wolff [9], software development companies often think software localisation when trying to attract new customers in a country where they were not yet established. The localisation is thus a huge industry. Some engineering practices lead to a misconception about the localisation, stating that it has to come at the end of the project and be treated separately, or be partitioned from the rest of the development. This attitude leads to poor localisations and drastically increases the overall cost [10] of the software. The localisation of open-source software is of relatively poor quality [3]. We believe that the use of a suited rigorous methodology accompanied by collaboration between the stakeholders would improve the quality of software localisation.

3 IDENTIFICATION OF CULTURAL CONSIDERATIONS IN THE SOFTWARE DEVELOPMENT PROCESS

Software development requires an orderly sequence of execution of activities including course aims to achieve a given objective. The challenges that everyone faces with some languages (such as Brazilian Portuguese) do not relate to internationalization, localisation of the software being developed. These are very important accented characters in some languages; length of words which when developing software, the programmer must not forget to put more width to the labels for any text expansions/contractions; date formats and non-uniformly recognized hour in all languages and cultures; measurement units, some languages and cultures are different from a large number of units used internationally; keyboard used with grapheme are not the same for all languages; currencies and currency; the addresses are not uniform in all regions, languages and cultures; electronic payments; import duties are important for e-commerce applications; all languages of the world do not have the same writing direction. Some languages like Yemba in the West Region of Cameroon and Latin languages are written from left to right. On the other hand, the languages such as Arabic are written from right to left. The software should take into account its operations in the
various language areas; the writing system, some languages like Chinese have more than one; keyboard shortcuts; colors and textures are very important in the localisation as different colors and icons have also distinct meanings in different regions; signs, icons and symbols; sounds.

The main steps of the software processes have been defined by standards (“IEEE Software Engineering Standards Collection” and the norm “AFNOR Z67-150”). These steps are respectively the definition of software targets the expression of needs, the design, the coding, the testing, the production, the installation and the maintenance operation and the customer feedback. The success of a software development project also depends on the final product adaptability [5] considered in all previous steps. This is the idea of globalization / internationalization. Items that should be translated include constant strings, date / time items, number format objects, the culture-related items. In particular, the determination of these elements to be localised is often the most time consuming task [5]. Thus, the software localisation engineering is an essential complement to software localisation cycles and even to software testing. It covers all the critical steps for successful localisation and testing, including analysis software, the construction and mastering of engineering, fixing errors, and automation of the overall localisation process. In pursuing this demonstration, we realize that this is true for all life cycles of software. These life cycles do not consider sufficiently aspects of their localisation in different stages. The identification and isolation of the various localisation requirements at each phase of the development process result in the Figure 2 below.

A process is "a set of interrelated or interacting activities which transforms input elements into outputs" (ISO 9000: 2000). This definition perfectly applies to the development / localisation applications from their gestations, their births, their growths, their developments, their deaths ... and to rebirths. This sequence of stages of life corresponds to the different steps defined in a software process. The objective of such a division is to define intermediate milestones for validation of software development. That is to say the conformity of the software with the needs expressed and the verification of the development process that is the appropriateness of the methods implemented. The software life cycle must go through the steps from the stage of expression of needs for establishment of such software until its disappearance. It is thus normal to consider more generally, the localisation needs from the needs and requirements analysis till the maintenance of the software to produce. The internationalization is done transversely during all the activities of the development process. It leads to the actual localisation from the beginning of the process. In this sense, it is assimilated to a pre-localisation phase. Schematically, the process is as shown in Figure 3 below.

It appears that each phase of the software systems development process is subject to issues of localisation and internationalization. For all the above remarks, we question the development of specific Localisation Software Engineering. This activity aims at reducing costs, improving quality in localising and shortening delays in the localisation process.

4. A NEW SOFTWARE DEVELOPMENT APPROACH

(A) Requirements analysis: In addition to the analysis of functional and non-functional needs, an analysis of localisation requirements is needed. It is done by identifying the features that will be subject to the localisation. The impact of these requirements has many challenges that arise throughout the development life cycle and software localisation [11].

(B) Design: This phase must integrate the design of internationalization that is, e.g set the text size to be internationalized, icons, parts of the user interface.

(C) Implementation: During the implementation, the internationalization must be made for example in the use of global variables, internationalization files, resource files, directories.
dedicated to internationalization.

**D) Localisation:** After cross internationalization in the previous steps, follows the localization, the "production" of the software for a given language and culture. At this point, we can assume that the initial development is done in a language and driver for the software in that language, localization step is not necessary because the software is initially produced in that language. But for any other language other than the "pilot language," we must do the locating step of adapting the software as localization requirements initially analysed (for the analysis stage), designed to step in design and implemented during the implementation step.

**E) Test:** In addition to the regular development process tests, we also need the localisation of that test would be to reassure the needs that had to be localized are effectively.

**F) Documentation:** Documentation of the localisation is not just a step. It is conducted transversely since the needs analysis.

**G) Maintenance:** Maintenance of localisation is to change everything that is related to the localisation.

In Figure 3, the dotted lines between steps after localisation just indicate that regular activity can generate the corresponding localisation operation. For example, if maintenance of a feature is triggered, it can also require maintenance of the corresponding localisation.

5. **ILLUSTRATION AND EXPERIMENTATION**

5.1 **Development of a billing application by the classical approach**

**A) Analysis phase and needs collection**

To establish an invoice, the application must take into account information that will be provided by the user. A file representing such invoice will be generated and the user can print it. Each invoice is stored (it is actually information about the bill) and the user can consult and print as many times as he wishes.

- **Identification of actors, use cases:** The actors are individuals who interact with it. In our case the only actor is the cashier. This is the person who is responsible to collect the money and hand back a bill to the client. The different features that can trigger this actor in the billing system are: Establish an invoice; Consult a bill as shown in Figure 4 (a).

- **Diagram of classes:** The diagram shown in Figure 5 identifies the system entities and their relationships with each other. The different classes identified are: Product, Customer, and Bill. The only relationship between a customer and a product is that a customer can buy a product. From this relation, result a class called “class association”, the Invoice class.

- **Diagram of interactions with the system:** The previous diagram of classes, does not describe the interactions between the various entities of the system. To consider this important aspect, we develop better interaction diagrams describing the exchanges during the realization of use cases.
B) Implementation phase
The implementation is done using the Java language through the Integrated Development Environment (IDE) NetBeans 8.1. The database is developed with the tool PostgreSQL 9.4. Figure 7 below shows an interface of the resulting program.

C) Test phase
The use of this program consists of a selection of products chosen by a buyer. This action is entitled to a product registration in the database, as shown in Figure 7. The invoice is generated after validation of products chosen by the buyer as shown in Figure 8 below.

5.2 Development of a billing program by the new proposed approach
A) Analysis and needs collection
The application must allow to take into account information that will be provided by the user. These include products chosen by a purchaser and their quantities. An invoice will be generated and the user can print it. Each invoice is stored and the user can consult and print as many times as possible. However, the application must be fully functional in the Yemba cultural area. The application will thus have the opportunity to be transferred from one language to another and will integrate the Cameroonian languages. End users will be able to change the user language by selecting one that suits them. The target language and pilot chosen for this illustration is the Yemba language in the Menoua Division, West Region of Cameroon.

B) Design phase
- Identification of actors, use cases: The only actor in the system is the cashier. This is the person who is responsible to collect money and to return an invoice to the customer. The different features that can trigger this actor in the billing system are: Establish an invoice; Consult a bill and change the language. These use cases are given in the use cases diagram of the previous Figure 4 (b).
- Diagram of classes: The diagram shown in Figure 5 let to identify system entities and their relationships. The different classes that we identified are: Product, Customer, and Invoice. The only relationship between a customer and a product is that a customer can buy a product. From this relation, we have a “class association”, named Invoice class.
- Diagram of interactions with the system: The previous diagram of classes, does not describe the interactions between the various entities of the system. To account for this important aspect, we develop better interaction diagrams describing the exchanges during the realization of use cases.
C) Implementation Phase

The application obtained after implementation with the Java language through the Integrated Development Environment (IDE NetBeans 8.1) is interfaced by the figure 11. The database is developed with PostgreSQL 9.4. The products’ names in the database are not localised into the target language, because as suggested by [9] most cases, product and brand names should be leave unchanged during localization.

An XML file referred to as fr_lang.xml related to interfaces of resources is generated at the end of the transverse internationalization phase. Its configuration is as shown in Figure 10 (a). In this file, each user interface element is described by an XML tag that can have two sub tags. The first sub-tag <key> has the key to the cultural element, and represents a kind of variable. The second sub tag <content> is the value of the cultural element.
D) Localisation phase
During this phase, we adapt as much as possible the target culture elements in the resources localisation file, named fr_lang.xml and generated after the transverse phase of internationalization. As well generic file, we search all the entries corresponding to the input cultural elements (French). Then, the target cultural elements (Yemba) are replaced in the generic resource file. The localized file is shown in Figure 10 (b). The resulting Billing program has an User Interface shown is figure 11.

E) Test phase
This test phase is to ensure that all textual elements have been translated and all other parameters have been localised in Yemba, the target language and culture.

F) Documentation phase
For the documentation, it is aimed at producing a user manual.

(G) Maintence and Customer’s feedback phase
During this phase, the customer reviews the program to ensure that his both functional and non-functional requirements are met.

5.3 Evaluation and Summary of Findings
Our assessment is made on the basis of the criteria and the usual evaluation software process metrics, including design time and development costs and the quality of development / localisation. According to [11] and [12], the cost, time and quality are the main difficulties in software localisation. The costs indicate the direct and indirect expenditures during the localisation process. The time references the time of producing a program through the localisation. Quality refers to the completeness, relevance, understand ability of localisation. Table 1 below summarizes the assessment.

This study found that the full development of a billing program with the classical approach has a duration of 49 hours, and the same work will last 46 hours with the new proposed approach. According to this findings, the localization after system development of the billing program take more time than using the new proposed approach for the work. This shows that the integration of localisation into the development will be less time-consuming than the localisation after development of software. In this study, we investigated whether the integration of localisation into the development of software is better than the localisation after system development. Our results show that the dissociated approach is nearly less time consuming during the steps before the localisation, than the integrated one. But after, it is the contrary just because of the actual localization step. And globally, it is the integrated approach which has a smaller duration.

Using the results of the comparison of Agile software processes and classical software processes, done by [13], we presents in Table 2, a comparison between the proposed new software approach and the others.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Steps</th>
<th>Classical Approach</th>
<th>New approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pre-localisation (Internationalisation)</td>
<td>Requirements analysis</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Design</td>
<td>10</td>
<td>15</td>
</tr>
<tr>
<td></td>
<td>Implementation</td>
<td>15</td>
<td>12</td>
</tr>
<tr>
<td>Localisation</td>
<td>Localisation</td>
<td>10</td>
<td>3</td>
</tr>
<tr>
<td>Post-localisation</td>
<td>Test</td>
<td>4</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>Production</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td>Documentation</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Maintenance</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td></td>
<td>Customer’s Feedback</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Total</td>
<td></td>
<td>49</td>
<td>46</td>
</tr>
</tbody>
</table>
We have presented a new approach to take into account cultural aspects, both functional and non-functional, of a system in the specification phase and architecture. These descriptions are then analysed and grouped in a resource file to facilitate the localisation, which is followed by a post-localisation phase. We illustrated our approach by designing and developing a billing application by the conventional approach and by the proposed new approach. It follows that the latter gives better results as regards the localisation of the application cost, the time taken in this localisation as well as a better quality of localisation. It can produce applications, with a relatively low costs and it is less time consuming.
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