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Abstract—A Wallace tree multiplier using modified booth algorithm is proposed in this paper. It is an improved version of tree based Wallace tree multiplier architecture. This paper aims at additional reduction of latency and power consumption of the Wallace tree multiplier. This is accomplished by the use of booth algorithm, 5:2, 4:2, and 3:2 compressor adders. An efficient Verilog-HDL code has been written, successfully simulated and synthesized for Xilinx FPGA vertex-6 low power (Xc6vlx75t-1Lff484) device, using Xilinx 12.2 ISE and XST. The result shows that the proposed architecture is around 67% faster than the existing Wallace-tree multiplier.

Index Terms—Arithmetic, Booth Encoder, Compressors, Radix-8, Wallace-Tree, 5:2, 4:2 and 3:2 compressor adders.

1. INTRODUCTION

A multitude of various multiplier architectures have been published in the literature, during the past few decades. The multiplier is one of the key hardware blocks in most of the digital and high performance systems such as digital signal processors and microprocessors. With the recent advances in technology, many researchers have worked on the design of increasingly more efficient multipliers. They aim at offering higher speed and lower power consumption even while occupying reduced silicon area. This makes them compatible for various complex and portable VLSI circuit implementations. However, the fact remains that the area and speed are two conflicting performance constraints. Hence, innovating increased speed always results in larger area. In this paper, we arrive at a better trade-off between the two, by realizing a marginally increased speed performance through a small rise in the number of transistors. The new architecture enhances the speed performance of the widely acknowledged Wallace tree multiplier. The structural optimization is performed on the conventional Wallace multiplier, in such a way that the latency of the total circuit reduces considerably. The Wallace tree basically multiplies two unsigned integers. The conventional Wallace tree multiplier architecture comprises of an AND array for computing the partial products, a carry save adder for adding the partial products so obtained and a carry propagate adder in the final stage of addition. In the proposed architecture, partial product generation and reduction is accomplished by the use of booth algorithm, 3:2, and 4:2, 5:2 compressor structures.

2. BOOTH ALGORITHM FOR PARTIAL PRODUCTS GENERATION

To generate and reduce the number of partial products of multiplier, proposed modified Booth Algorithm has been used. In the proposed modified Booth Algorithm, multiplier has been divided in groups of 4 bits and each groups of 4 bits have been operationed according to modified Booth Algorithm for generation of partial products 0, ±1A, ±2A, ±3A, ±4A, ±5A, ±6A, ±7A. These partial products are summed using compressors in structure of Wallace Tree.

In radix-8 Booth Algorithm, multiplier operand B is Partitioned into 11 groups having each group of 4 bits. In first group, first bit is taken zero and other bits are least Significant three bit of multiplier operand. In second group, first bit is most significant bit of first group and other bits are next three bit of multiplier operand. In third group, first bit is most significant bit...
of second group and other bits are next three bits of multiplier operand. This process is carried on. For each group, Partial product is generated using multiplicand operand A. For n bit multiplier there is \( n/3 \) or \( \lfloor n/3 + 1 \rfloor \) groups and partial products in proposed modified Booth Algorithm radix-8. Table I for Proposed radix-8 modified Booth algorithm has been designed.

<table>
<thead>
<tr>
<th>MULTIPLIER BITS</th>
<th>OPERATION FOR GROUP</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000</td>
<td>0</td>
</tr>
<tr>
<td>0001</td>
<td>+1A</td>
</tr>
<tr>
<td>0010</td>
<td>+2A</td>
</tr>
<tr>
<td>0011</td>
<td>+3A</td>
</tr>
<tr>
<td>0100</td>
<td>+4A</td>
</tr>
<tr>
<td>0101</td>
<td>+5A</td>
</tr>
<tr>
<td>0110</td>
<td>+6A</td>
</tr>
<tr>
<td>0111</td>
<td>+7A</td>
</tr>
<tr>
<td>1000</td>
<td>-7A</td>
</tr>
<tr>
<td>1001</td>
<td>-6A</td>
</tr>
<tr>
<td>1010</td>
<td>-5A</td>
</tr>
<tr>
<td>1011</td>
<td>-4A</td>
</tr>
<tr>
<td>1100</td>
<td>-3A</td>
</tr>
<tr>
<td>1101</td>
<td>-2A</td>
</tr>
<tr>
<td>1110</td>
<td>-1A</td>
</tr>
<tr>
<td>1111</td>
<td>0</td>
</tr>
</tbody>
</table>

### Radix -8 booth encoder

The latency in the Wallace tree multiplier can be reduced by decreasing the number of adders in the partial products reduction stage. In the proposed architecture, multi bit compressors are used for realizing the reduction in the number of partial product addition stages. The combined factors of low power, low transistor count and minimum delay makes the 5:2, 4:2 and 3:2 compressors, the appropriate choice. In these compressors, the outputs generated at each stage are efficiently used by replacing the XOR blocks with multiplexer blocks so that the critical path delay is minimized.

#### 3.1 3:2 COMPRESSOR ARCHITECTURE

A 3-2 compressor takes 3 inputs \( x_1, x_2, x_3 \) and generates 2 outputs, the sum bit \( s \), and the carry bit \( c \) as shown in Fig.2a. The compressor is governed by the basic equation \( x_1 + x_2 + x_3 = \text{Sum} + 2 \* \text{Carry} \)

The 3-2 compressor can also be employed as a full adder cell when the third input is considered as the Carry input from the previous compressor block or \( X_3 = C_{in} \). Existing architectures shown in Fig.2 (b) employ two XOR gates in the critical path. The equations governing the existing 3-2 compressor outputs are shown below

\[
\text{Sum} = x_1 \oplus x_2 \oplus x_3 \\
\text{Carry} = (x_1 \oplus x_2) \cdot x_3 + (x_1 \oplus x_2) \cdot x_1
\]

![Fig.2. (a) A 3-2 Compressor](http://www.ijser.org)

(b) Conventional Implementation of the 3-2 compressor
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**Table I**

3.COMPRESSOR FOR PARTIAL PRODUCTS REDUCTION

The latency in the Wallace tree multiplier can be reduced by decreasing the number of adders in the partial products reduction stage. In the proposed architecture, multi bit compressors are used for realizing the reduction in the number of partial product addition stages. The combined factors of low power, low transistor count and minimum delay makes the 5:2, 4:2 and 3:2 compressors, the appropriate choice. In these compressors, the outputs generated at each stage are efficiently used by replacing the XOR blocks with multiplexer blocks so that the critical path delay is minimized. The various adder structures in the conventional architecture are replaced by compressors.
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In the architecture shown in Fig. 3, the fact that both the XOR and XNOR values are computed is efficiently used to reduce the delay by replacing the second XOR with a MUX.

The equations governing the modified 3-2 compressor outputs are shown below:

\[ \text{Sum} = (x_2 \oplus x_3) \cdot x_3 + (x_1 \oplus x_2) \cdot x_1 \]
\[ \text{Carry} = (x_1 \oplus x_2) \cdot x_3 + (x_1 \oplus x_2) \cdot x_1 \]

It can be seen that in this implementation the overall delay is \( \Delta - \text{XOR} + \Delta - \text{MUX} \) (where \( \Delta \) refers to delay).

### 3.2 4-2 Compressor Architecture:

The 4-2 compressor has 4 inputs \( X_1, X_2, X_3 \), and \( X_4 \) and 2 outputs Sum and Carry along with a Carry-in \( (C_{in}) \) and a Carry-out \( (C_{out}) \) as shown in Fig 5. The input \( C_{in} \) is the output from the previous lower significant compressor. The \( C_{out} \) is the output to the compressor in the next significant stage.

The equations governing the outputs in the existing architecture are shown below:

\[ \text{Sum} = x_1 \oplus x_2 \oplus x_3 \oplus x_4 \oplus C_{in} = \text{Sum} + 2 \ast (\text{Carry} + C_{out}) \]

However, like in the case of 3-2 compressor, the fact that both the output and its complement are available at every stage is neglected. Thus replacing some XOR blocks with multiplexers results in a significant improvement in delay. This is shown in Fig. 5.

The equations governing the outputs in the proposed architecture are shown below:

\[ \text{Sum} = (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) + (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) \cdot C_{in} + \]
\[ (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) + (x_3 \oplus x_4) \cdot C_{out} + (x_1 \oplus x_2) \cdot x_3 \oplus x_4 \cdot x_4 \]

**Fig 3. Modified 3:2 compressor**

In the architecture shown in Fig. 3, the fact that both the XOR and XNOR values are computed is efficiently used to reduce the delay by replacing the second XOR with a MUX.

**Fig 4. a) 4:2 compressor block**

**b) Conventional 4:2 compressor**

**Fig 5. 4:2 Compressor Architecture**

Similar to the 3-2 compressor the 4-2 compressor in fig 4(a) is governed by the basic equation

\[ x_1 + x_2 + x_3 + x_4 + C_{in} = \text{Sum} + 2 \ast (\text{Carry} + C_{out}) \]

The standard implementation of the 4-2 compressor is done using 2 Full Adder cells as shown in Fig 4(b). When the individual full Adders are broken into their constituent XOR blocks, it can be observed that the overall delay is equal to \( 4 \ast \Delta - \text{XOR} \). The block diagram in Fig. 4(b) shows the existing architecture for the implementation of the 4-2 compressor with a delay of \( 3 \ast \Delta - \text{XOR} \). The equations governing the outputs in the existing architecture are shown below:

\[ \text{Sum} = x_1 \oplus x_2 \oplus x_3 \oplus x_4 \oplus C_{in} \]
\[ \text{Carry} = (x_1 \oplus x_2) \oplus x_3 \oplus x_4 \oplus C_{in} \]

However, like in the case of 3-2 compressor, the fact that both the output and its complement are available at every stage is neglected. Thus replacing some XOR blocks with multiplexers results in a significant improvement in delay. This is shown in Fig. 5.

The equations governing the outputs in the proposed architecture are shown below:

\[ \text{Sum} = (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) + (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) \cdot C_{in} + \]
\[ (x_1 \oplus x_2) \cdot (x_3 \oplus x_4) + (x_3 \oplus x_4) \cdot C_{out} + (x_1 \oplus x_2) \cdot x_3 \oplus x_4 \cdot x_4 \]
The critical path delay of the proposed implementation is $\Delta - \text{XOR} + 2*\Delta - \text{MUX}$.

### 3.3 5-2 COMPRESSOR ARCHITECTURE:

The 5-2 Compressor block has 5 inputs $X_1, X_2, X_3, X_4, X_5$ and 2 outputs, Sum and Carry, along with 2 input carry bits (Cin1, Cin2) and 2 output carry bits (Cout1, Cout2) as shown in Fig. 6a. The input carry bits are the outputs from the previous lesser significant compressor block and the output carry are passed on to the next higher significant compressor block.

The basic equation that governs the function of the 5-2 compressor block (Fig. 6) is given below:

$$x_1 + x_2 + x_3 + x_4 + x_5 + \text{cin}_1 + \text{cin}_2 = \text{sum} + 2*(\text{carry} + \text{cout}_1 + \text{cout}_2)$$

The conventional implementation of the compressor block is shown in Fig. 6 (b) where 3 cascaded full adder cells are used. When these full adders are replaced with their constituent blocks of XOR gates then it can be observed that the overall delay is equal to $6*\Delta - \text{XOR}$ for the sum or carry output. Many architectures have been proposed where the delay has been reduced to $4*\Delta - \text{XOR}$ (Fig. 7).

As mentioned before, in all the general implementations of the XOR or MUX block, in particular CMOS implementation, the output and its complement are generated. But in the existing architectures this advantage is not being utilized at all. In the proposed architecture these outputs are utilized efficiently by using multiplexers at select stages in the circuit. Also additional inverter stages are eliminated. This in turn contributes to the reduction of delay, power consumption and transistor count (area).

The critical path delay of the proposed implementation is $\Delta - \text{XOR} + 3*\Delta - \text{MUX}$.

The final stage in the Wallace tree multiplier for addition of partial products can be further reduced by the use of tree adders. But here we have used the default adder present in FPGA.

### 4. SIMULATION RESULTS:
5. RTL SCHEMATIC:

6. COMPARISON:

<table>
<thead>
<tr>
<th>TYPE OF MULTIPLIER</th>
<th>WIDTH</th>
<th>DELAY (ns)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Wallace tree Multiplier</td>
<td>32-bit</td>
<td>28.672</td>
</tr>
<tr>
<td>Multiplier using Vedic mathematics</td>
<td>32-bit</td>
<td>20.249</td>
</tr>
<tr>
<td>Modified Booth multiplier</td>
<td>32-bit</td>
<td>12.081</td>
</tr>
<tr>
<td>Fpga Xc6vlx75t1-1Iff484 Default multiplier</td>
<td>32-bit</td>
<td>11.238</td>
</tr>
<tr>
<td>Proposed Booth encoded-Wallace-tree multiplier</td>
<td>32-bit</td>
<td>9.536</td>
</tr>
</tbody>
</table>

Table II

7. CONCLUSION:
The proposed 32x32 bit Booth encoded – Wallace tree multiplier has been designed and the comparison of proposed multiplier with existing Wallace tree multiplier, multiplier designed using Vedic mathematics, booth multiplier, default multiplier present in xilinx fpga vertex-6 low power has been shown in table II. Wallace tree using 5:2, 4:2 and 3:2 compressors, radix-8 modified Booth Algorithm improve the speed of the proposed multiplier because radix-8 reduces no. of partial products, and 5:2, 4:2 and 3:2 compressor reduces no. of levels in Wallace structure. It provides less delay 9.536 ns as compared to existing Wallace tree multiplier. The results prove that the proposed architecture is more efficient than the existing one in terms of delay. This approach may be well suited for multiplication of numbers with more than 16 bit size for high speed applications. The power of the proposed multiplier can be explored to implement high performance multiplier in VLSI applications. Wallace tree multiplier using booth algorithm is very a good technique for high speed applications, its implementation with different logics in VLSI. Further the work can be extended for optimization of said multiplier to improve the power.
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